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Energy-Efficient In-Memory
Paging for Smartphones

Kan Zhong, Duo Liu, Liang Liang, Xiao Zhu, Linbo Long, Yi Wang, and Edwin Hsing-Mean Sha

Abstract—Smartphones are becoming increasingly energy-
hungry to support feature-rich applications, posing a lot of
pressure on battery lifetime and making energy consumption
a non-negligible issue. In particular, dynamic random access
memory (DRAM)-based main memory subsystem is a major
contributor to the energy consumption of mobile devices. In
this paper, we propose direct read (DR). Swap, an energy-
efficient in-memory paging design to reduce energy consumption
in smartphones. In DR. Swap, we adopt emerging energy-
efficient nonvolatile memory (NVM) and use it as the swap
area. Utilizing NVMs byte-addressability, we propose DR which
guarantees zero memory copy for read-only requests when access-
ing a page in swap area. To better understand the energy
consumption of swapping, we build an energy model to ana-
lyze the energy consumption of different paging architectures.
We evaluate DR. Swap based on the Google Nexus 5 smart-
phone, experimental results show that our technique can reduce
more than 50% energy consumption compared to DRAM backed
swapping.

Index Terms—Energy, in-memory paging (IMP), nonvolatile
memory (NVM), smartphone, swapping.

I. INTRODUCTION

THANKS to the advances in mobile microprocessors and
operating systems, smartphones nowadays integrate more

functionality than they ever had, such as the ability to install
third-party applications, multitasking and gaming. These func-
tionalities, on the one hand bring great user experiences; on
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TABLE I
COMPARING PCM, DRAM, AND NAND FLASH [8]

the other hand they accelerate the depletion of the limited
energy that could be carried by a smartphone in the form of
batteries with a capacity of around 2000–3000 mAh. Such
resource-constrained nature of smartphones in turn affects user
experience. For example, in most smartphone OSes, applica-
tions are not terminated (thus resources not released) when
they are switched to backend to allow faster switch-back.
Various daemons also keep running all the time to pull use-
ful information for the user (e.g., notifications for new instant
messages). As a result, a lot of energy is consumed by the
DRAM-based main memory to maintain these run-time data,
leading to high energy consumption.

Recent research has shown that the Samsung Galaxy S3’s
main memory, which is 1 GB DRAM can consume around
20% of the overall energy [2]. What makes the situation
worse is the trend of adopting large main memories to support
feature-rich applications. For example, Google Nexus 6 has as
much as 3 GB main memory.1 Larger main memory improves
system performance, but inevitably leads to higher energy con-
sumption [3], [4]. Moreover, the battery technology cannot
catch up with the energy demands of smartphones [5], lead-
ing to rise more pressure on battery lifetime. Thus, reducing
the energy consumption of main memory becomes critical in
smartphones. Most existing work [6], [7] suggests turning off
inactive DRAM banks or reducing memory usage. However,
these approaches may degrade performance as they essentially
reduce usable system memory.

We argue that smartphones should readopt swapping
with the help of emerging byte-addressable, nonvolatile
memory (NVM). Swapping is an effective way of extending
memory by writing inactive pages to storage spaces [9]. It has
long been a standard feature in modern OSes, but smartphones
seldom use it because of the suboptimal performance and
limited endurance of storage (NAND flash). Though flash
memory has much better energy consumption parameters than

1http://www.google.com/nexus/6
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DRAM, it could not be used as the swap area while main-
taining acceptable performance. What is more, frequent swap
in and out operations can also wear out certain flash memory
blocks quickly. Compared to flash memory, byte-addressable
NVMs such as phase change memory (PCM) [10] and mem-
ristor [11] offer not only better (near-DRAM) performance,
but also lower energy consumption. As shown in Table I,
PCM exhibits much better energy parameters when com-
pared to DRAM. It also exhibits much shorter read and
write latency when compared to NAND flash [12]. A plethora
amount of work have been proposed to further achieve near-
DRAM performance and better endurance for PCM [13]–[20].
Other NVMs such as spin-transfer torque random access
memory (STT-RAM) [21]–[23] could promise even faster per-
formance and better endurance than DRAM [24]. Therefore,
we do not specifically consider the endurance or latency issues
and focus on energy consumption in this paper. Unlike flash
memories, these emerging NVMs are byte-addressable and
can be placed on the memory bus, available to load and
store instructions. Such combination of high performance
and low energy consumption makes NVM an ideal candidate
for swapping.

In this paper, we propose an in-memory paging (IMP)
architecture called direct read (DR). Swap, to readopt swap-
ping in smartphones by replacing part of the DRAM with
NVM, and using NVM as a swap area. With less DRAM,
we reduce energy consumption, while the NVM-based swap
area extends memory capacity to still allow feature-rich
applications to run. In addition, utilizing the NVMs byte-
addressability, we allow DR for read requests directly from
the swap area, guaranteeing zero-copy for read-only (RO)
pages. With DR, read requests are satisfied by mapping the
virtual address to the physical page in the NVM-based swap
area, instead of by copying the memory page from the swap
area to user space. DR is made possible because of the byte-
addressability of NVM. In DR. Swap, the NVM-based swap
area is attached to the memory bus, eliminating I/O and
the whole storage stack overhead. With the traditional swap
approach which has to go through the whole storage stack
to access a page. With DR, we avoid unnecessary memory
copying to DRAM, furthering reduce energy consumption.
To better understand the energy behavior of swapping, we
present a fine-gained energy model to analyze the energy
consumption of different paging architectures, and we use
the proposed energy model to evaluate the energy efficiency
of DR. Swap.

In summary, we make the following contributions.
1) We revisiting swapping in smartphones and propose

an in-memory architecture with the help of byte-
addressable NVMs to reduce the energy consumption
of smartphones while maintaining high performance.

2) We propose DR to avoid unnecessary memory copy-
ing induced by RO requests, furthering reduce energy
consumption.

3) We present an data sheet-based energy model to analyze
the energy behaviors of different paging architectures.

The reminder of this paper is organized as follows. In
Section II, we give related backgrounds about swapping,

Fig. 1. Traditional NAND flash backed swapping.

energy-related issues in smartphones and emerging byte-
addressable NVM. In Section III, we present the details of
the design of DR. Swap, including the IMP architecture and
the DR optimization. In Section IV, we discuss the energy
model for different paging architectures. Evaluation results are
shown in Section V. We summarize the related work and the
conclusion in Sections VI and VII, respectively.

II. BACKGROUND

In this section, we first give the background on swapping,
and then we introduce the energy-related issues in smartphones
and the emerging byte-addressable NVM. We use Google
Android as an example as it is the most widely adopted smart-
phone OS. Note that this paper can also be extended to support
other platforms.

A. Swapping and Paging in Smartphones

Swapping is an effective way to extend memory space by
borrowing space from secondary storage devices (e.g., NAND

flash) in modern OSes [9]. With paging, swapping becomes
more flexible as processes could be swapped in and out in units
of noncontiguous pages. When the system is under pressure
and finds itself difficult to satisfy memory allocation requests,
the OS will write some inactive pages to swap area and allo-
cate these page frames to the requesting applications. Because
of the scarcity of DRAM and the abundance of disk and flash
memory in capacity, a traditional swap area is usually backed
by these two types of devices via I/O interface. The swap
area is divide into slots, each of which is precisely the size
of a DRAM page. Fig. 1 shows an embedded multi-media
card (eMMC) NAND flash memory backed swapping for smart-
phones. As shown, when the memory is under pressure, the
page frame reclaiming routine will start to select inactive pages
and swap them to the eMMC NAND flash memory. Pages that
being swapped out must go through all the storage stack to be
written to the storage medium. However, due to the subopti-
mal storage (NAND flash memory) performance, swapping is
usually not enabled by smartphones.

To avoid poor performance, mainstream mobile OSes such
as Android disables swapping and implements a low memory
killer (LMK) to reclaim memory by terminating certain pro-
cesses when the system is under memory pressure. Despite
the poor performance, we find that a swap area can signif-
icantly reduce the number of killed processes and improve
user experience, should we have high performance storage.
We plot the number of killed processes by LMK (y-axis)
with varying memory capacity (x-axis) in Fig. 2. With a
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Fig. 2. Number of processes killed with and without a swap area under
different DRAM sizes.

Fig. 3. Comparison I/O between eMMC swap and native Android OS with
swap disabled.

128 MB flash backed swap area, the number of killed pro-
cesses could be significantly reduced (e.g., from 447 to 150
with 1 GB memory). Fig. 3 highlights the amount of block I/O
induced by a flash backed swap. As shown, swapping greatly
increases I/O operations. Recent research has shown that stor-
age plays a significant role in application performance [25].
In particular, when pages are swapped out from main memory
to the on-board eMMC flash, a significant portion of band-
width is occupied, leading to suboptimal overall performance.
Moreover, the erase count of eMMC NAND flash is limited
to 105 [26] cycles, frequently writing to the swap area fur-
ther reduces the lifetime of NAND flash. Therefore, we argue
that smartphones should readopt swapping with the help of
emerging NVM to extend the main memory space.

B. Energy Consumption in Smartphones

Due to size, weight, and heat dissipation constraints, smart-
phones nowadays usually can only be equipped with batter-
ies of very limited capacity (e.g., 2000–3000 mAh). This
implies that energy becomes a first-class citizen in smart-
phones. In particular, the energy consumed by DRAM is non-
negligible [27]. The DRAM-based main memory is a major
contributor to the overall energy consumption of a smartphone.
It is reported that Samsung Galaxy S3’s 1 GB DRAM-based
main memory accounts around for 20% of its overall energy
consumption [2]. Recent mainstream phones have equipped
with 3 GB DRAM, such as Google Nexus 6, or even 4 GB
DRAM, such as ASUS Zenfone 2.2 Since DRAM requires
constant current to maintain its data, the trend of adopting large
main memories to support feature-rich applications make the

2http://www.asus.com/Phones/ZenFone_2_ZE551ML

DRAM consumes more energy. Moreover, in most smartphone
OSes, applications are not fully closed (thus resources not
released) when they are switched to backend to allow faster
switch-back. Various daemons also keep running all the time
to pull useful information for the user (e.g., notifications
for new instant messages). As a result, excessive energy is
consumed by the DRAM-based main memory to maintain
these run-time data, leading to high energy consumption.
Thus, reducing the energy consumption of DRAM-based main
memory becomes critical in smartphones. In this paper, we
reduce the energy consumption of smartphones by replac-
ing part of the DRAM with emerging byte-addressable NVM
backed swap area without sacrificing performance.

C. Emerging Byte-Addressable NVM

Emerging byte-addressable NVMs such as PCM [10], STT-
RAM [21], and memristor [11] has been extensively studied
for replacing DRAM as main memory, static random access
memory as on-chip cache, and even flash as secondary storage
due to their attractive features, such as low power con-
sumption, high density, and byte-addressability. Compared to
DRAM, which needs constant voltage to maintain its data,
NVM keeps data by changing the physical state of its under-
lying material, such as resistance level. One of the promising
candidates is PCM, which uses the state changing between
amorphous and crystalline of phase change materials (e.g.,
Ge2Sb2Te5) to record logic zeros and ones.

However, NVM is an asymmetric read–write (RW) tech-
nology, the write latency is much higher compared to the read
latency (e.g., PCM write latency is 4×–8× higher than read
latency). In this paper, we do not regard the performance of
NVM as a major problem, and we also do not concern the
underlying hardware implementation, we assume that smart-
phones with both NVM and DRAM would become possible
in the near future. The energy consumption of smartphones
and the OS software design for NVM-based swap area are the
main concerns in this paper. Particularly, we adopt PCM as
the swap device in this paper.

III. ENERGY-EFFICIENT PAGING DESIGN

In this section, we will present the details of DR. Swap,
which consists of our energy-efficient IMP architecture and
the DR optimization.

A. In-Memory Paging Architecture

Utilizing NVMs energy-efficiency and byte-addressability,
DR. Swap consists of an IMP architecture and the DR opti-
mization. Our IMP architecture attaches NVM to the memory
bus, side by side with DRAM to make it directly accessible
by the load and store instructions. Different from hybrid
memory approaches which treat NVM as part of main memory,
we dedicate the NVM region as the swap area, which is usu-
ally backed by some I/O device (e.g., NAND flash memory)
in existing systems. Compared to hybrid memories, swapping
effectively reuses the infrastructure that is already existed in
mobile OSes and much less intrusive to implement. With IMP,
swapping requests become pure memory copying, instead of

http://www.asus.com/Phones/ZenFone_2_ZE551ML
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Fig. 4. IMP architecture. We replace the traditional storage-based swap area
with memory-attached NVM. The memory management subsystem interacts
with memory, instead of I/O devices (e.g., flash) to swap in/out pages.

I/O requests, thus eliminating the need to go through all the
storage stack to access data in the swap area, and allowing
better utilization of NVMs high performance.

Since we attach NVM to the memory bus, the OS knows
NVM shares part of the physical address space with DRAM. In
this paper, we focus on the software design, and the proposed
IMP architecture also do not need any changes to the memory
controller. To let OS know which part of the whole address
space belongs to NVM and manages it as a swap area, the
e820 table need to be updated to provide information about
the underlying DRAM and NVM layouts. The OS can then
manage the NVM area by reading such information at boot
time. We still use DRAM as main memory and eMMC flash as
secondary storage for system and user data. On top of the OS
kernel, all system libraries and user space applications work
as usual.

Fig. 4 shows the details of adopting IMP in existing OSes.
When the system is under pressure (i.e., no enough memory
for satisfying allocation requests), the memory management
subsystem will try to reclaim page frames from running appli-
cations and swap them out to the swap area. We replace the
traditional swap subsystem with our NVM-based swap subsys-
tem, which accesses NVM directly without going through the
storage stack. Victim pages selected by the kernel’s page frame
reclaim routine are directly written to the swap area through
simple memcpy calls. Compared to NAND flash, though NVM
could have similar read/write power, it exhibits lower idle
power and much faster read/write speed than NAND flash.
Compare to the traditional I/O based swap architecture shown
in Fig. 1, IMP achieves both high performance and energy
efficiency.

Note that when reclaiming memory space, only anony-
mous pages (i.e., pages do not correspond to any file) can
be swapped to NVM swap area. On the contrary, for pages
correspond to a portion of a file, if these pages are modified
(i.e., dirty pages), they will be written back to their corre-
sponding backup file(s) located on the external storage (e.g.,
NAND flash). Otherwise, these clean pages will be simply dis-
carded when they are reclaimed. Moreover, when the NVM
swap area is full, it cannot allocate space to store DRAM
victim pages, and thus LMK has to start to reclaim memory
space by terminating certain processes.

(a)

(b)

Fig. 5. Overview of DR. (a) PTE for DR. Bits 0 to 11 are PTE flags, bit 5
(i.e., the 6th bit) is used to identify whether the mapped page belongs to NVM
swap area. The 6th bit is set to 1 when a page in NVM is linked to this PTE,
otherwise, it is set to 0. (b) Direct read directly maps the NVM page to user
space from the swap area, avoiding unnecessary memory copy operations for
page reads.

Currently, the IMP architecture is implemented in 32-bit
architecture. However, the technique does not have any extra
addition of complexity for the upcoming 64-bit architectures.
Instead, our IMP architecture can benefit from the 64-bit archi-
tecture, since 64-bit architecture has a much larger address
space than 32-bit architecture, and it is more flexible to arrange
DRAM and NVM compared to 32-bit architecture, in which
DRAM and NVM share a limited address space (4 GB).
Therefore, in 64-bit architecture, the capacity of NVM swap
area can be significantly extended.

B. Direct Read

In a traditional paging system based on I/O devices
(e.g., NAND flash), victim memory pages will be copied first
to the swap area and then copied back to main memory
(i.e., DRAM) when the page is requested again from the user
space. The kernel handles such requests through the page fault
handler, which reads the I/O device to fetch the requested
page, set up new page table mappings and return to the user
application. The whole operation will involve at least one
I/O device read, one DRAM page write, and one page table
entry (PTE) write. It fits nicely with its target architecture. In
the IMP architecture, the whole operation now will involve
one memory read, one memory write and one PTE write.
However, this approach incurs unnecessary memory copying,
especially for page reads, since the requested memory page
already resides in memory—the NVM—though in a different
region.

Fig. 5 illustrates the overview of DR. We use the 6th bit of a
PTE to distinguish DRAM page from NVM page in swap area,
as shown in Fig. 5(a), if the 6th bit is set to 1, the mapped
page is in NVM swap area, otherwise, the mapped page is
in DRAM. To remove unnecessary memory copy operations
between NVM and DRAM, as shown in Fig. 5(b), DR directly
sets up the PTE mappings from the user space virtual address
to the physical address of the NVM page in the swap area,
instead of first reading and then copying the page from NVM
to DRAM. In this way, we remove the need of both reading
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(a) (b) (c)

Fig. 6. Example of DR. (a) For read request, DR sets up RO mapping for the requested page directly without copying it back to DRAM. (b) Any attempt
to write the page will trigger a page fault, in the page fault hander, DR copies the requested page to DRAM. (c) DR sets up the RW mapping for the page
in DRAM.

and writing of NVM and DRAM, respectively. Compared to
the traditional approach, we save the energy for reading and
writing a whole page. The only overhead left is for the PTE
write, which only involves writing a 32-bit entry.

DR naturally utilizes the fast read performance of most
NVM technologies. Due to the asymmetric nature of most
NVMs latency (e.g., PCM has much faster reads than writes)
and wear leveling concerns, we do not allow “direct write” for
write requests, since it may introduce a great hardware over-
head. To achieve this, the hardware (i.e., memory controller)
has to be modified to determine how many times the NVM
page is written to and what is the write frequency. Different
from copy-on-write (CoW), which is usually used in creating
child process and aims to reduce the memory consumption
and improve performance, our proposed DR aims to reduce
the memory copy operations by using the byte-addressability
of NVM. Moreover, CoW copies shared DRAM pages to new
pages when they are written to. In DR, when NVM pages are
written to, they are first copied to DRAM and then returned
to the NVM swap subsystem.

Fig. 6 gives an example of DR. Assume P is a page in
swap area and now a read request is issued from user space,
instead of copying it back to DRAM and then updating the
PTE, DR sets up a read only mapping for page P and sets
the corresponding PTEs 6th bit to 1. After that, data in P can
be read directly, as shown in Fig. 6(a). Due to the mapping
of page P is read only, any write to P will trigger page fault.
In the fault handler, we first check the PTEs 6th bit, if it is
equal to 1, which means the mapped page is in swap area. In
this case, we migrate page P from NVM swap area back to
DRAM, remove the old mapping and set up the read and write
mapping for page P, then P can be written to in DRAM, as
shown in Fig. 6(b) and (c). As shown, for read only requests,
DR can avoid the unnecessary memory copy effectively.

IV. ENERGY MODEL

In this section, we build energy model to analyze the
energy consumption of different swapping schemes, including
DRAM backed swapping, NAND flash backed swapping, and
DR. Swap. Note that we dedicate ramdisk as swap area for
DRAM backed swapping. Table II lists the power and tim-
ing notations used in the proposed energy model. Based on
the model, we compare the energy consumption of different
swapping schemes in Section V, to show how much energy is
saved by our IMP architecture and the DR optimization.

TABLE II
POWER AND TIMING NOTATIONS USED IN THE ENERGY MODEL

A. DRAM Backed Swapping

In DRAM backed swapping, swap-in and swap-out are
implemented by memory copy operations—pages are copied
from/to main memory (i.e., DRAM) to/from DRAM backed
swap area (i.e., ramdisk) via memcpy(). Each memory
copy operation involves a combination of DRAM operations,
and the energy consumption of each DRAM operations con-
stitute the overall energy dissipated within the DRAM backed
swap area.

Basically, the overall energy consumption of DRAM backed
swapping is comprised of four parts: 1) background power
(i.e., PRE_PDN, PRE_STBY, ACT_PDN, ACT_STBY, and
REF); 2) active power (i.e., ACT); 3) read/write power
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(i.e., RD and WR); and 4) I/O power (i.e., DQ) [28], [29]. The
background power is the power that a DRAM chip consumes
all the time with or without operations, and it will increas-
ing along with the DRAM chip size. There are five power
states regarding the background power of DRAM as shown in
Table II. Active power is the power used when DRAM is in
active state, which performs banks activation and precharge.
Read/write power is for data read/write when DRAM is in
read/write state. I/O power is used for driving the data bus to
transmit data when DRAM is in driving data state. Therefore,
the overall energy consumption of DRAM backed swapping
is determined by

EDRAM = (
PDRAM_PRE_PDN + PDRAM_PRE_STBY

+ PDRAM_ACT_PDN + PDRAM_ACT_STBY

+ PDRAM_REF
) × tTOTAL

+ PDRAM_ACT × tACT

+ PDRAM_RD × tRD + PDRAM_WR × tWR

+ PDRAM_DQ × tDQ. (1)

Table II gives the power states of a DRAM used in this
model, whose values are calculated in terms of a 1 GB
LPDDR2-SDRAM [30]. We will discuss how to calculate the
DRAM active time (i.e., tACT), read/write time (i.e., tRD),
and driving data time (i.e., tDQ) by breaking down the swap-
in/swap-out operation in the following. Note that tTOTAL in 1
denotes the up time of DRAM backed swap area.

In DRAM backed swapping, each swap-in/swap-out
involves a sequence of DRAM operations. It must begin with
an active command to active banks and select row, and the
data is transferred from the selected row into sense amplifiers.
Then read/write commands can be issued to read/write
data from or into the sense amplifiers. After read/write data,
a precharge command must be issued to restore the data
to the cells in the selected row. We assume read/write
can be issued consecutively after the banks are activated. The
data length of each read/write is denoted by BL, the data bus
width is denoted by BW and the DRAM page size (e.g., 4 kB
in default) is denoted by Psize. Therefore, for Nrd swap-ins, we
totally need Nrd active and precharge commands, and
((Nrd × Psize × 8)/(BL × BW)) read commands. For Nwr
swap-outs, we totally need Nwr active and precharge
commands, and ((Nwr × Psize × 8)/(BL × BW)) write com-
mands. The time consumed by active banks, read/write and
driving data for Nrd swap-ins and Nwr swap-outs will be
discussed below.

For each swap-in, data become available at RLth cycle after
the first read command is issued. Since the data are trans-
mitted in double data rate (DDR), for each read command,
it takes (BL/2) cycles to drive the data output. Therefore,
the time consumed by reading Nrd pages from DRAM backed
swap area is

tRD =
(

Nrd × Psize × 8

BL × BW
× BL

2
+ Nrd × RL

)
× tCK. (2)

For each swap-out, the data shall be driven at WLth cycle
after the first write command is issued. For each write
command, it also takes (BL/2) cycles to transmit the data to

sense amplifiers and additionally tWR to restore the data to
the cells in the array. Thus, the time consumed by writing Nwr
pages to DRAM backed swap area is

tWR =
[

Nwr × Psize × 8

BL × BW
×

(
BL

2
+ tWR

)

+ Nwr × WL

]
× tCK. (3)

Read or write commands can be accepted at tRCD after
the active command is issued. Thus, the time consumed
by active operations for Nrd swap-ins and Nwr swap-outs is
determined by

tACT = tRD + tWR + (Nrd + Nwr) × tRCD. (4)

The time consumed by data driving for Nrd swap-ins and
Nwr swap-outs is determined by

tDQ = (Nrd + Nwr) × Psize × 8

BL × BW
× BL

2
× tCK. (5)

The total energy consumed by DRAM backed swap area can
be extracted from (1) after knowing the number of swap-ins
and swap-outs.

B. NAND Flash Backed Swapping

In mobile devices, eMMC, which comprises both controller
and NAND flash chips is employed as the storage system.
Therefore, we assume the NAND flash backed swap area is
built in an eMMC device, and pages are copied from/to main
memory (i.e., DRAM) to/from NAND flash backed swap area
by reading/writing NAND flash memory.

Unlike DRAMs, flash memory do not require modeling all
possible states since the operation of flash memory is much
simpler than that of DRAM. The power consumption of flash
memory is comprised of three parts: 1) read power; 2) write
power; and 3) standby power. Note that the standby power
is the power consumed by standby state, in which the flash
memory is without any operation, and it will go to sleep auto-
matically. Therefore, the overall energy dissipated in NAND

flash backed swap area is determined by

EFLASH = PFLASH_RD × tRD

+ PFLASH_WR × tWR

+ PFLASH_STBY × tSTBY. (6)

The power of each state can be extracted from the cor-
responding data sheet. Table II lists the power and timing
parameters of SanDisk iNAND Ultra eMMC [31]. According
to Table II, the power of each state can be expressed as

PFLASH_RD = VDD × IDD1 (7)

PFLASH_WR = VDD × IDD2 (8)

PFLASH_STBY = VDD × IDD3. (9)

For read operation, data become available at the RLth cycle
after the read command is issued. For write operation, data
become available at the WLth cycle after the write com-
mand is issued. We assume the eMMC device transmits data
in DDR. Thus, the time consumed by each read operation
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is (1/f )×(((RD_BL × 8)/(2 × BW))+RL) and the time con-
sumed by each write operation is (1/f ) × (((WR_BL × 8)/

(2 × BW)) + WL).
Thus, the total time consumed by reading Nrd pages from

flash backed swap area is

tRD = 1

f
×

(
RD_BL × 8

2 × BW
+ RL

)
× Nrd × Psize

RD_BL
. (10)

The time consumed by writing Nwr pages to flash backed
swap area is

tWR = 1

f
×

(
WR_BL × 8

2 × BW
+ WL

)
× Nwr × Psize

WR_BL
(11)

and the eMMC device total standby time is

tSTBY = tTOTAL − tRD − tWR. (12)

Similar to DRAM backed swapping energy model, the
energy consumed by flash backed swap area can be extracted
from (6) after knowing the total number of swap-ins and
swap-outs.

C. DR. Swap

Low power DDR (LPDDR) interface is widely adopted in
mobile devices due to its low power consumption and high
data transfer rate. Therefore, to model the energy consump-
tion of DR. Swap, we assume PCM with LPDDR interface
is adopted to build a PCM-based swap area for smartphones.
Due to the same memory interface, the power states of PCM
in smartphones are the same as that of DRAM.

Since NVM is attached to the memory bus and use memory
copy to swap in/out pages, the operations involved by swap-in
and swap-out of DR. Swap are the same as that of DRAM
backed swapping. However, compared to DRAM, PCM does
not require any refresh current to maintain its data. Thus, the
overall energy dissipated within the PCM backed swap area
is determined by

EPCM = (PPCM_PRE_PDN + PPCM_PRE_STBY

+ PPCM_ACT_PDN + PPCM_ACT_STBY)

× tTOTAL + PPCM_ACT × tACT

+ PPCM_RD × tRD + PPCM_WR × tWR

+ PPCM_DQ × tDQ. (13)

Table II lists the power states and timing parameters of
a PCM with LPDDR2 memory interface, whose power val-
ues are calculated based on the LPDDR2-PCM [32] data
sheet using the methods reported in [28] and [29]. Compared
to DRAM backed swapping, the number of swap-ins in
DR. Swap is reduced by DR. Therefore, for DR. Swap
energy model, the calculation of tWR, tACT, and tDQ are
the same as that of DRAM backed swapping energy model
except for tRD. Let N′

rd denotes the actual swap-ins (which
copy pages from PCM to DRAM) in DR. Swap, and tRD is
determined by

tRD =
(

N′
rd × Psize × 8

BL × BW
× BL

2
+ N′

rd × RL

)
× tCK. (14)

Since both DRAM backed swapping and flash backed swap-
ping do not support DR, in the above equation, N′

rd < Nrd.
Therefore, DR reduce the energy consumption by reducing
the number of swap-ins. However, as shown in the proposed
energy model, the energy consumption of different swapping
schemes not only relay on the number of swap-ins and swap-
outs, but also relay on the underlying hardware. DRAM, flash,
and PCM are three different memories, therefore exhibit very
diverse energy dissipation. We give the energy consumption
results of different swapping schemes in Section V.

V. EVALUATION

In this section, we give the evaluation results of DR. Swap.
We implement and evaluate DR. Swap based on Google
Nexus 5. Besides DR. Swap, we also implement DRAM
backed swapping (i.e., ramdisk backed swapping) and NAND

flash backed swapping for comparison. In the rest of this
section, we first describe the experimental setup, then give
the experimental metrics and methodology. Finally, we present
and discuss the experimental results.

A. Experimental Setup

We evaluate DR. Swap based on the Google Nexus 5, which
is a smartphone with a 2.3 GHz Qualcomm 8974 processor,
2 GB DRAM (i.e., LPDDR3-SDRAM), and 16 GB eMMC-
based NAND flash memory; the phone is running Android
Kitkat 4.4.4 and Linux kernel 3.4.0 which has been modi-
fied to implement DR. Swap. In order to communicate with
Nexus 5, we setup the Android debug bridge (ADB) on a
Linux machine running Fedora 21. ADB is a command line
tool provide by the Android software development kit, and it
allows a host computer to communicate with the phone via
universal serial bus (USB) in the USB debug mode. For each
test, we reboot the phone and set aside for few minutes to
ensure the device is roughly in the same state (e.g., number
of background process). For all the experiments, the phone is
full charged to make sure it is working in its full performance
capability. All the radio communication functionalities are dis-
abled except the wireless network as most applications need
Internet connection to work properly.

In the evaluation of DR. Swap, we use the PCM-based
swap area as a case study. More specifically, we adopt Micron
LPDDR2-PCM [32] as the swap area for DR. Swap. LPDDR2-
PCM is a 45 nm technology-based PCM product from Micron
with clock frequency up to 400 MHz and random read up to
400 MB/s. However, our system does not rely on any specific
type of NVM product and can be easily adopted by different
NVM-based systems. In this paper, we do not focus on which
NVM can be served as the swap area, instead, we focus on
the OS software design for NVM backed swapping. Moreover,
based on our energy model, the core parameters are the number
of swap-ins and swap-outs. Therefore, in our current imple-
mentation, we simply use a DRAM partition to simulate the
PCM-based swap area.

Compared to DRAM, PCM is slower and has limited life-
time, so we need to read/write DRAM multiple times for each
swap-in/out operation. To obtain more realistic simulation val-
ues, NVSim [33] is adopted to calculate the access latency of
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TABLE III
WORKLOAD APPLICATIONS

PCM and DRAM by feeding the corresponding parameters,
such as data width and process node. According to the cal-
culation results, the read and write performance of DRAM is
around 2× and 12× faster than that of PCM, respectively.
Therefore, for each swap-in operation (i.e., PCM read), we
read DRAM two times, and for each swap-out operation
(i.e., PCM write), we write DRAM 12 times. We believe that
future mature PCM products will provide near-DRAM perfor-
mance. The endurance issue of PCM is not considered as this
paper mainly focuses on the design of NVM-based swapping
and its energy consumption, we will study how to improve the
endurance of NVM-based swap area in future work.

B. Application Benchmark

Table III lists the workload applications we adopted in the
experiments. These applications are worldwide popular and
daily used. Since different kinds of applications may have
different memory access behaviors, we classify them into
six categories, including browser, news, multimedia, social
networking, gaming, and online shopping. To represent the
realistic scenario, we also add two mixed categories, namely
mix1 and mix2, by combining the applications selected from
the above six categories, as shown in Table III. For a category,
we run each application in foreground for 1 min, and we run
all applications in round robin order for three times. Thus,
each category needs 15 min to accomplish the evaluation. The
detailed evaluation method is described as below.

1) Browser: For each run, we open the Google search home
page, randomly type a keyword to search the results, and
then we touch the screen to check the details of the first
three search results.

2) Social Networking: Each social networking application
is signed in before the test. For each run, we first drag
down to refresh the posts, and then send a new post with
both pictures and descriptions.

3) Gaming: We use popular games in this category. For
each run, we play each game in this category for 1 min
in default settings.

4) Multimedia: We chose both video players (i.e., MX
Player, KMPlayer, and StormPlayer) and music players
(i.e., Google Play Music and TTPod) in this category.
For each video player, we play both 1080 p and 720 p
video chips, for each Music player, we play 320 kbp
music files.

5) News: For each run, we first refresh the news items, and
then select three items to see the news content which
both pictures and words.

6) Online Shopping: Each application is signed in before
the test. For each run, we randomly type a keyword to
search the products, and then click the first three items
to see the products details.

7) Mix1 and Mix2: These applications are run use the
methods described in their corresponding categories.

C. Metrics and Methodology

To evaluate the proposed technique, we run all the appli-
cations in each category to collect the following metrics. The
corresponding methodology for each experimental metric is
discussed as well.

1) Number of Memory Copy Operations: In DR. Swap, DR
is designed to reduce the number of swap-ins, we use the num-
ber of memory copy operations to measure the effectiveness of
DR. We run each category of applications shown in Table III
for 15 min. All the applications are run in the variant with DR
and without DR, respectively. We count the total number of
swap-ins for each application category and compare the results
between the two configures. For more accuracy, we run each
application category in both configurations for five times and
calculate the average value.

2) Energy Consumption: To evaluate the energy consump-
tion of DR. Swap, we run all the applications in each
application category to compare the energy consumption under
different swapping schemes, including DRAM backed swap-
ping, NAND flash backed swapping, and DR. Swap. The energy
consumption of each swapping scheme is calculated using the
energy model proposed in Section IV based on the number of
swap-ins and swap-outs.

3) Application Switching Delay: Application switching
delay is an very important performance metric for smart-
phone users. Application switching may cause inactive pages
been swapping to swap area and requested pages been load-
ing from swap area, especially when the system is under
memory pressure, where application switching may trigger
lots of swap-ins and swap-outs. Therefore, due to the per-
formance differences, different swapping schemes can lead to
different application switching delay. To collect this metric,
we run all the application shown in Table III and compare
the results between each swapping scheme. To measure the
application switching delay, we use Android am tool to per-
form auto switching between applications and use the Linux
time command to obtain the time consumed by application
switching.
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TABLE IV
MEMORY COPY OPERATION REDUCTION FOR EACH APPLICATION CATEGORY

D. Number of Memory Copy Operations

Table IV compares the number of swap-ins between DR dis-
abled and DR enabled in DR. Swap with different swap size.
As shown, DR can reduce around 50%–75% swap-ins, which
means a great number of memory copy operations are reduced.
According to Table IV, we observe lots of memory copy oper-
ations reduction for each application category. In particular,
news and social networking exhibit the highest memory copy
reduction. According to memory management of Linux kernel,
page fault is triggered when an accessed page is swapped out
to the NVM swap area. Thus, in the page fault handler, the pro-
posed DR sets up an RO mapping for the request page directly
without copying it back to DRAM. Consequently, the number
of memory copy operations is reduced between DRAM and
NVM swap area. Note that the number of page faults can-
not be reduced by DR. However, the number of page faults is
related to the physical memory size, and thus it can be reduced
by adding NVM swap area in the memory subsystem.

With DR, we reduce the number of memory copy operations
by around 50% for multimedia applications and 65% for gam-
ing and Online shopping applications, respectively. Moreover,
for browser, news, and social networking applications, DR
can reduce more than 70% of memory copy operations. In
DR, the only overhead is updating the PTEs in the page fault
handler when swapped out pages are requested. Compared to
actual swap-in, which need at least one NVM page read, one
DRAM page write, and one PTE update, the overhead of DR
is negligible.

Besides, we observe that the average number of swap-ins
decreases along with the increase of swap size. For example,
the average number of swap-ins is decreased from 3289 to 1899
when the swap size is increased from 128 to 512 MB. This
is mainly because that a larger swap area can store more
inactive pages swapped from DRAM, leading to the DRAM
have more free space to satisfy the memory requests of current
running applications. Thus, pages belong to the current running
application have less chance to be swapped out, resulting in less
swap-ins for the current running applications. However, a larger
swap area will increase the background power consumption.
In the next section, we discuss the energy consumption of
different swapping schemes.

E. Energy Consumption

Based on the number of swap-ins and swap-outs, the energy
consumption of each swapping scheme can be obtained by

using the energy model proposed in Section IV. For DRAM
backed swapping and DR. Swap, the power consumption con-
sists of background power, banks active power, data access
power (i.e., read and write), and data driving power. For NAND

flash backed swapping, the power consumption only consists
of background power and data access power. Note that for
DRAM backed swapping, the DRAM banks refresh power,
which belongs to the background power is related to the swap
size. Generally, the refresh power is proportional to the swap
size, a larger swap area leads to more refresh energy con-
sumption. As we have different swap size in our experiments,
we need to scale the DRAM refresh power according to the
swap size. Let Sswap denotes the DRAM backed swap area
size and Schip denotes the DRAM chip size which is 1 GB
in our experiment. In the calculation of DRAM backed swap-
ping energy consumption, the refresh energy is scaled with
the factor scales = (Sswap/Schip). For example, a 128 MB
DRAM backed swap area is built on a 1 GB DRAM chip,
the refresh power of DRAM backed swapping is scaled with
(128/1024) = 0.125.

Fig. 7 shows the energy consumption of different swapping
schemes with different size. The x-axis denotes the applica-
tion category and the y-axis denotes the energy consumption
in 15 min. Note that the DRAM refresh power has been scaled
according to the swap area size. As shown in Fig. 7, DRAM
backed swapping exhibits the highest energy consumption, and
NAND flash backed swapping exhibits the lowest energy con-
sumption. Along with the increasing of swap size, the energy
consumed by DRAM backed swapping keeps increasing while
the energy consumed by DR. Swap and NAND flash backed
swapping almost stay the same. This is because for DRAM
backed swapping, refresh power is proportional to the swap
size, which will increasing along with the swap size. For
DR. Swap and NAND flash backed swapping, the refresh power
is zero as neither PCM nor NAND flash requires constant volt-
age to maintain its data. Because of the limited number of
swap-ins and swap-outs during the 15 min, for DRAM backed
swapping and DR. Swap, the energy consumption is dominated
by the background energy consumption. Therefore, our results
in Fig. 7 could hardly show the difference among different
category of applications.

However, we observe uniformly much lower energy con-
sumption for DR. Swap compared to DRAM backed swapping.
DR. Swap can reduce more than 55%, 60%, and 65% energy
consumption compared to DRAM backed swapping when the
swap size is 128 MB, 256 MB, and 512 MB, respectively.



1586 IEEE TRANSACTIONS ON COMPUTER-AIDED DESIGN OF INTEGRATED CIRCUITS AND SYSTEMS, VOL. 35, NO. 10, OCTOBER 2016

(a) (b) (c)

Fig. 7. Comparison of the energy consumption for each application category between different swapping schemes. (a) Swap size = 128 MB. (b) Swap size =
256 MB. (c) Swap size = 512 MB.

(a) (b) (c)

Fig. 8. Comparison of the average switching delay of each application category between different swapping schemes. (a) Swap size = 128 MB. (b) Swap
size = 256 MB. (c) Swap size = 512 MB.

Since the background power of DRAM backed swapping
increases along with the swap area size, DR. Swap can achieve
more energy consumption reduction for a larger swap area.
Though NAND flash backed swapping is more energy effi-
cient compared to DRAM backed swapping and DR. Swap,
it greatly degrades performance due to the suboptimal I/O
design. Moreover, due to the limited P/E cycles of flash
memory (e.g., 105 for SLC NAND flash and 104 for MLC
NAND flash, respectively), NAND flash backed swapping can
wear out the flash memory quickly. Therefore, we conclude
that an IMP architecture with the help of emerging byte-
addressable NVM is the ultimate solution for effective and
efficient swapping for smartphones.

F. Application Switching Delay

Fig. 8 shows the average switching delay of each appli-
cation category between different swapping schemes. As
shown, DRAM backed swapping exhibits the lowest switching
delay while NAND flash backed swapping exhibits the highest
switching delay. Note that we already have emulated the access
delay for DR. Swap as we use DRAM to simulate PCM. As
shown, compared to DRAM backed swapping, DR. Swap only
exhibits slightly higher switching delay than DRAM backed
swapping. Table V lists the switching delay of each applica-
tion under different swapping schemes. Note that the time unit
is millisecond. As shown in Table V, most of the applications
take 2 s to switch back. According to Fig. 8 and Table V,

we observe that application switching speed of DR. Swap is
uniformly faster than that of NAND flash backed swapping. For
social networking applications in Fig. 8(a), and news, multime-
dia, and gaming applications in Fig. 8(c), the switching delay
of DR. Swap even lower than that of DRAM backed swap-
ping. For instance, as shown in Table V, the switching delay of
Twitter in DR. Swap with a 128 MB size is 2093 ms, it is lower
than that in DRAM backed swapping, which is 2150 ms. This
is mainly because when swapping a page to DRAM backed
swap area, which indeed is ramdisk-based, it still need to
go through a “fake” I/O path. Though it finally call memcpy
to copy inactive DRAM pages to ramdisk, the fake I/O path
still leads to extra overheads. Therefore, DR. Swap sometimes
even faster than DRAM backed swapping.

For NAND flash backed swapping, writing/reading a page
to/from swap area needs to through the whole storage stack,
which is much slower than writing/read a page to/from DRAM
or PCM. As shown in Fig. 8, application switching speed
of DR. Swap is around 10% faster than that of NAND flash
backed swapping. For browser applications, the application
switching speed of DR. Swap is even more than 25% faster
than that of NAND flash backed swapping. Therefore, we con-
clude that application switching speed of DR. Swap is faster
than that of NAND flash backed swapping, leading to a better
user experience. We also observe that for news application, the
switching speed only has a little improvement over the NAND

flash backed swapping. The reason is that the size of news
applications is smaller than that of other application categories.
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TABLE V
APPLICATION SWITCHING DELAY OF EACH APPLICATION UNDER DIFFERENT SWAPPING SCHEME (UNIT: ms)

As shown in Table III, the average size of news applications,
which is around 15 MB, is more than 3× smaller than that of
browser applications, which is around 50 MB. Moreover, news
applications require less memory space than browser appli-
cation. The smaller application size and moderate memory
consumption of news applications lead to less swap-outs and
swap-ins. Therefore, he switching speed of news applications
of DR. Swap only exhibit small improvement over that of
NAND flash backed swapping.

As shown in Fig. 8, DRAM backed swapping also achieves
faster switching speed than NAND flash backed swapping.
However, as shown in Fig. 7, the energy consumption of
DRAM backed swapping is about 3× higher than that of
DR. Swap. According to the energy consumption analysis and
application switching delay evaluation, DR. Swap can achieve
near DRAM backed swapping performance while consumes
3× less energy than DRAM backed swapping. Therefore,
DR. Swap can reduce the energy consumption and improve
performance of smartphones.

VI. RELATED WORK

In this section, we discuss the related work of this paper
from the following three aspects: 1) flash-based swapping
system; 2) energy reduction for smartphones; and 3) hybrid
PCM/DRAM main memory.

A. Flash-Based Swapping System

There are several newly proposed flash-based swapping
systems. Jung et al. [34] designed and implemented flash-
aware swap system, which is a raw flash memory-based
swapping system without using a flash translation layer.
FlashVM [35] is another flash backed swapping, which inte-
grates flash memory with virtual memory and provides better
garbage collection by batching writes. SSDAlloc [36] is an
solid state drive (SSD)/DRAM hybrid system which extends
DRAM with SSD and allows programmers to treat SSD as
DRAM. Recently, Kim et al. [25] evaluated the impact of sub-
optimal NAND flash-based storage in smartphones and report
that storage plays a significant role in application performance.
To eliminate the performance gap between main memory and
flash-based swap area, we replace flash memory with emerg-
ing byte-addressable NVM and adopt it as swap area, swap
in/out is through memory interface.

B. Energy Reduction for Smartphones

Reducing energy consumption in smartphones has been
a focus in the research community. Wang et al. [37] used
profile-based battery traces which are easy to acquire from
any smartphones to estimate the power consumption of mobile
applications. To better understand energy consumption in
smartphones, Perrucci et al. [4] measured and compared the
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energy consumed by different components in mobile devices,
it allows the reader to understand what the energy hungry
parts of a mobile device are and provides guidelines to design
future mobile protocols and applications. Chen et al. [38] con-
ducted comprehensive power measurements of the smartphone
radio components on some representative applications. Li and
John [39] profiled run-time OS characteristics and propose a
routine based OS-aware microprocessor resource adaptation
mechanism to reduce run-time OS power. Chen et al. [40]
analyzed the energy consumption of active matrix organic
light emitting diode screen. Nixon et al. [41] focussed on
reduce the mobile graphics processing unit (GPU) power
consumption through dynamic resolution and frame rate scal-
ing. Shen et al. [42] proposed an energy-efficient caching
and prefetching by considering the characteristics of mobile
systems such as data update and user request patterns.
Lee et al. [43] focussed on the optimization of the power
delivery network (PDN) in smartphones. In this paper, we
reduce the smartphone energy consumption by replacing part
of DRAM with emerging NVM and using it as swap area.

C. Hybrid PCM/DRAM Main Memory

Due to its low standby power, high density, and byte
addressability, PCM is considered as a promising DRAM alter-
native [17], [44]. In [45] and [46], a hybrid PCM/DRAM main
memory system is proposed where pages can be transferred
between PCM and DRAM for saving energy and improving
PCM lifetime. Qureshi et al. [47] proposed a hybrid main
memory organization with on-chip DRAM cache and PCM
main memory, in which DRAM is not visible to OS and man-
aged by the dedicated memory controller. Different from the
architecture proposed in [47], in our architecture, DRAM is
served as the main memory and NVM is used as the swap
area, and both DRAM and NVM are visible to OS. In [48], a
flat structure of hybrid DRAM/PCM for single-chip CPU/GPU
is proposed considering the tight requirements of low latency
from CPU and the relative tolerance to long latency from GPU.
Park et al. [49] addressed the power management of hybrid
DRAM/PCM main memory and utilize PCM to reduce the
DRAM refresh energy. Khouzani et al. [50] aimed to improve
the performance and lifetime of PCM/DRAM main memory
through a proactive page allocation algorithm. Though we have
the same or similar hardware architecture compared to these
hybrid memories, the software or the management strategy is
totally different. In the hybrid approaches, PCM is treated as
main memory and the space is managed by the OS memory
management component for allocation and deallocation. In
our architecture, we adopt PCM as the swap area and the
space is managed by the swap subsystem, which in charge
of allocation swap space to store inactive pages swapped out
from DRAM.

VII. CONCLUSION

Reducing energy consumed by DRAM is critical for saving
battery lifetime in smartphones. Emerging NVMs energy-
efficiency and byte-addressability make it an attractive swap-
ping solution for swapping in smartphones. In this paper, we

have proposed DR. Swap, an energy-efficient IMP architecture
to reduce energy consumption in smartphones. We readopt
swapping in smartphones by replacing part of the DRAM
with NVM, and using it as a swap area. We also modified the
Android Linux kernel to replace the traditional swap subsys-
tem with our NVM swap subsystem. To avoid the unnecessary
memory copy operations, we propose the DR optimization,
instead of copying the request page from NVM to DRAM,
we directly set up an RO mapping for the requested page
and then process can read it directly. With DR, we guarantees
zero memory copy operations for RO pages in swap area. To
understanding the energy behavior of swapping, we present a
fine-gained energy model to analyze the energy consumption
of different swapping scheme.

DR. Swap does not target at any specific NVM products
and any NVM can be adopted in our architecture. We imple-
ment the proposed techniques into Android’s Linux kernel
and use PCM as a case study. Experimental results based
on Google nexus 5 show that DR optimization can reduce
around 50%–75% swap-ins, which means a great number of
memory copy operations are reduced. Compared to DRAM
backed swapping, DR. Swap can reduce more than 60% energy
consumption. Compared to NAND flash backed swapping,
DR. Swap can reduce the application switching delay around
10% on average. We therefore conclude that swapping with the
help of emerging byte-address NVM should be readopted to
build both energy efficient and high-performance smartphones.
We expect this paper can serve as a first step toward the full
exploration of NVM-based swapping in smartphones.
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