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Abstract-Checkpointing is a key enabler of hibernation, live 
migration and fault-tolerance for virtual machines (VMs) in 
mobile devices. However, check pointing a VM is usually heavy­
weight: the VM's entire memory needs to be dumped to storage, 
which induces a significant amount of (slow) 110 operations, 
degrading system performance and user experience. In this 
paper, we propose FLIC, a fast and lightweight check pointing 
machinery for virtualized mobile devices by taking advantages of 
recent byte-addressable, non-volatile memory (NVRAM). Instead 
of saving the VM's entire memory to storage, we store its 
working set pages in NVRAM, avoiding accessing slow flash 
memory (compared to server-grade SSDs). To cope with the 
energy constraint of mobile systems, we further deduplicate VM 
snapshots, reducing the VM's image size and saving storage 
space. Experimental results based on an Exynos 5250 SoC show 
that our approach can effectively improve the performance of 
checkpointing in mobile virutalization and save energy. 

I. INTRODUCTION 

Mobile virtualization [1], [2], [3] enables tiny mobile de­
vices to run multiple virtual machines (VMs)-each running 
an isolated OS-on a single device, for benefits higher re­
source utilization, better security and so on [4], [5], [6], [7]. 
Though hardware extensions (e.g., the ARM virtualization ex­
tension) can significantly improve the performance of mobile 
virtualization, running multiple VMs at the same time still 
inevitably requires more resources, especially for memory and 
storage. In particular, checkpointing is one of the most heavy­
weight (and yet important) features that need a significant 
amount of hardware resources to run. Checkpointing a VM 
involves periodically writing the VM's entire memory pages 
to persistent storage (usually flash memory), and it is common 
for a checkpoint file to occupy hundreds of MBs or even 
GBs of storage space. Combined with the sub-optimal storage 
performance typically found in mobile devices [8], such long, 
bursty writes not only degrade checkpointing performance, but 
also slow down normal 110 requests issued at runtime. 

New byte-addressable, non-volatile memories (NVRAMs) 
such as phase change memory (PCM) [9], [10], [11], spin­
transfer torque RAM (STT-RAM) [12], [13] and mernris­
tor [14], [15] provide opportunities to optimize checkpointing 
in virtualized mobile systems. These NVRAM products blur 
the distinction between memory and storage: they are byte­
addressable like DRAM, but are also non-volatile like storage 
(e.g., flash memory). For example, compared to flash memory, 
PCM offers not only faster (near-DRAM) performance, but 
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also larger erase cycles. Moreover, PCM exhibites much better 
read/write latency and endurance when compared to flash 
memory. Unlike DRAM, PCM does not need constant current 
to maintain data; it also has much higher density. Though 
mature NVRAM products are not yet on the market, they are 
expected to provide near-DRAM performance, high density, 
and good scalability [16]. 

Specifically, NVRAM's non-volatility, byte-addressablity 
and high performance make it an ideal candidate for optimiz­
ing checkpointing in mobile devices. Note that in this paper, 
we do not target at any specific NVRAM product to make 
our approach general enough. To reduce (expensive) writes to 
flash memory, we propose FLlC, a fast and lightweight check­
pointing scheme for mobile virtualization utilizing NVRAM's 
non-volatility and byte-addressability. FLIC stores frequently 
accessed VM pages (denoted as working set pages) on N­
VRAM, and only writes unfrequently accessed pages to flash 
memory. As a result, when restoring a VM from a checkpoint, 
FLIC can load working set pages from NVRAM quickly to 
resume normal VM operation, while load the remaining cold 
pages quietly in background from flash memory. To further 
reduce write activities to flash memory and the amount of 
data needed to read when resuming a VM. We propose an 
energy-aware deduplication mechanism to eliminate redundant 
data in VM snapshots, which also makes the background load 
operation easier, faster, and more energy friendly. 

We evaluate FLIC with a Sam sung Exynos 5250 SoC [17] 
running multiple Google Android VMs and applications. Ex­
perimental results show that FLIC can accurately identify 
working set pages, and effectively save energy through its 
energy-aware deduplication scheme. The energy consumption 
during checkpointing and size of checkpoints are reduced by 
,,-,50% and more than 20%, respectively. 

In summary, we make the following major contributions: 

• We discover that NVRAM is an ideal candidate for 
optimizing checkpointing in mobile virtualization, by 
storing frequently used (the "working set") memory pages 
in NVRAM, instead of flash memory. 

• We devise a simple yet effective VM working set identi­
fication scheme, so that frequently accessed working set 
pages can be stored in NVRAM to reduce I/O traffic 
during checkpointing and recovery. 

• We propose an energy-aware deduplication technique to 
reduce the size of VM snapshots, further reducing the 
write activities to flash memory. 

The rest of this paper is organized as follows. Section II 
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Fig. 1: Overview of a virtualized mobile system based on 
KVM/ARM [2]. QEMU simulates the VM's hardware system, 
and KVM provides the core virtualization services provided 
by the processor's virtualization extension. 

gives background and our motivation. In Section III, we de­
scribe the details of FLIC, including working set identification 
and checkpoint deduplication. We evaluate FLIC in Section IV 
and conclude in Section VI. 

II. BACKGROUND AND MOTIVATION 

In this section, we first introduce mobile virtualization. 
We then give the background on VM checkpointing and 
deduplication. Finally, we discuss our motivation. 

A. Mobile Virtualization 

Mobile virtualization enables multiple isolated OSes to run 
on a single device. It gives higher resource utilization, avail­
ability, better security and energy efficiency. A hypervisor is 
responsible for communicating with the underlying hardware, 
which is multiplexed to different guest VMs, so that multiple 
guests can share the same hardware, though none has exclusive 
access. As a result, multiple VMs could be created to run in 
full isolation without knowing the existence of each other. One 
could run a different or same mobile OS in each VM. Fig. 1 
shows the architecture of a virtualized mobile system based 
on ARM/KVM [2]. KVM provides access to the hardware 
virtualization extensions provided by the processor (e.g., ARM 
Cortex A-IS). QEMU runs in user space to emulate peripheral 
devices such as storage. As shown in the figure, two VMs 
share the same physical devices, and each OS has various apps 
running inside as if they were running in a native system. 

B. VM Checkpointing and Deduplication 

VM checkpointing refers to the process of saving the state of 
a VM to persistent storage, such as flash memory, so that it can 
be restored in its exact state later. A checkpoint of a running 
VM consists of the context of the virtual CPUs (VCPU) and 
peripheral devices connected to the VM (e.g., network adapters 
and storage), and a copy of all the memory pages allocated to 
the VM. Checkpointing a VM and then pausing it can free up 
resources and reduce power consumption. It also allows the 
user to generate a snapshot for the VM and migrate it to other 
devices or use that snapshot for fault-tolerance purposes. 

Data deduplicaiton aims at eliminating redundant data and 
only stores one unique instance. Redundant instances of data 
are replaced with a pointer to the unique copy. Deduplication 
improves storage utilization and reduces the amount of data 
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(a) VM runs multimedia apps. 
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(b) VM runs office apps. 

Fig. 2: Redundant data in VM snapshots. Data deduplication 
shows a high potential in reducing write activities to flash 
memory, thus saving storage space and accelerating recovery 
of checkpoints. 

that have to be transferred between two locations. In dedu­
plication, data are firstly split into non-overlapping chunks, 
and then chunks are checked for redundances by hashing and 
comparing them with existing values. In this paper, we adopt 
deduplication in checkpointing to eliminate redundant data. 

C. Motivation 

Mobile devices are getting increasingly powerful and de­
manding more and more memory to run various feature-rich 
applications [18]. Therefore, it is common for a VM to occupy 
hundreds of MBs or even GBs of memory to operate normally. 
Checkpointing such a VM will result in a large snapshot stored 
on flash memory, and the process will generate significant 
amount of 110 operations, which in turns slows down the I/O 
operations for running VMs due to the poor performance of 
flash storage in mobile devices [8]. 

Fortunately, we find that deduplication is an effective way to 
solve the excessive I/O problem. As shown in Fig. 2, duplicate 
data are common in VM snapshots. Depending on chunk sizes, 
as much as nearly 40% of the snapshot is redundant. This 
motivates us to reduce the write activities to flash memory 
through deduplication. Considering the energy constraint in 
mobile systems, in this work, an energy-aware deduplication 
mechanism is proposed to eliminate the redundant data in VM 
snapshots. 

III. MAKING CHECKP OINTING FAST AND LIGHTW EIGHT 

WITH NVRAM 

In this section, we first give an overview of FLIC. We 
then discuss the key techniques of FLIC: (1) working set 
identification and (2) energy-ware deduplication. 

A. Overview 

Fig. 3 shows an overview of FLIC. To identify the working 
set pages and eliminate redundant data in VM snapshot, 
two additional components: working set scanner and data 
deduplicator are added to the virtual machine monitor (VMM). 

Working set scanner is designed to inspect all the pages that 
have been allocated to the VM, and identify working set pages 
based on access patterns. The basic idea is to collect the most 
recent used pages upon a VM checkpointing request comes. 
To determine the working set pages, all VM memory pages 
are checked for being accessed or not in a time interval. Any 
page has been accessed in the interval belongs to the working 
set pages. 

Data deduplicator is a dedicated background thread and 
aims to remove duplicate data in the saved VM snapshot. 
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Fig. 3: Overview of FLIC. The working set scanner splits the 
target VM's memory pages into working and non-working set 
pages. The data deduplicator eliminates redundant data in the 
VM snapshots. 

Since deduplication is usually energy-consuming and CPU­
consuming, instead of using full hashing, partial hashing 
is adopted to reduce the hashing energy consumption. For 
saving energy, partial hashing computes a chunk's hash value 
using only a fraction of its data (i.e., sample data chunk 
at fixed positions with fixed length). As a comparison, full 
hashing computes a chunk's hash value using its entire data. 
For simplicity, we assume that the possibility of full hashing 
collision is negligible, and we do not discuss it in this work. 

B. Identifying working set pages 

Working set refers to the collection of the most recently 
used pages by a process or OS [19]. In VM checkpointing, 
we use working set to predict the pages that the VM touches 
during recovery. Therefore, we designed a working set scanner 
to collect working set pages based on the page types and page 
access pattern. 

In VM's memory content, pages can be simply classified in­
to page table pages and non-page table pages. VMM maintains 
page tables for the host memory management unit (MMU) to 
translate guest virtual address to host physical address during 
the VM execution. Therefore, all physical page frames of page 
tables are regarded as part of the working set pages. 

For non-page table pages, we use the flags in the page table 
entries (PTEs) to monitor page access patterns. If a page is 
accessed, we set the "accessed" bit in the corresponding PTE. 
To decide whether a page belongs to the working set, we 
use a two-phase scanning method: When the VMM receives 
a checkpointing request, a timer is set and the working set 
scanner will begin to scan page tables, and clear the access 
bit in each PTE. Upon timeout, the working set scanner scans 
all the PTEs in the page table again and check the access bit. 
Any page whose access bit is set now belongs to the working 
set. The accuracy of the working set depends on the timer and 
it is difficult to set the timeout interval: a too long and too 
short interval will lead to an overestimated and underestimated 
working set, respectively. As the non-working set pages are 
stored in the flash memory and loaded in background during 
VM recovery, the working set should contain as many pages 
which the VM will touch after recovery as possible. Therefore, 
the timer's time should depend on the recovery time of the 
non-working set, which is determined by the size of non­
working set and flash memory's read performance. 

Let Nworking_set denote the number of working set pages, 

Nnon_working_set be the number of the non-working set pages, 

Algorithm 111.1 Energy-aware data deduplication 

Input: snapshots: checkpointed VM snapshots; T H: battery threshold. 
Output: vector: redundant vector, stores deduplication information. 

1: ck_size +- 4096 bytes. / / 4KB by default 
2: vector +- 0, h_table +- 0, ck_array +- 0. 
3: battery_level +- check for battery level. 
4: if batter level < T H then 
5: ck_si-;e +- 8092 bytes. 
6: end if 
7: ck_array +- split snapshots with ck_size. 
8: for i +- 1 to length(ck_num) do 
9: parCval +- partial-hash(ck_array[i]). 

10: if:J k, h_table[k].parCval = parCval then 
II: full_val +- full-hash(ck_array[i]). 
12: if h_table[k].fulCval = null then 
13: h_table[k].fulCval +- full-hash(ck_array[k]). 
14: end if 
15: if h_table[k].fulCval = full_val then 
16: vector[i] +- k. 
17: else 
18: insert (i, parCval, full_val) into h_table. 
19: vector[i] +- i. 
20: end if 
21: else 
22: insert (i, parCval, null) into h_table. 
23: vector[i] +- i. 
24: end if 
25: end for 
26: return vector 

Ntotal as the total number of checkpointed VM pages, and 
Ttimer denotes the timer's timeout interval. We can then obtain 
the following equation: { Nworking_set � Nnon_working_set = Ntotal 

Nworking_set - a x Ttimer 
'T' . - /3 

Nnon_working_set 
-' ttmer - x --=-----'=--

r 

(1) 

In equation (1), r denotes the read performance of flash 
memory (r pages/second). a and /3 are coefficients. a repre­
sents the average number of pages the VM touches per second, 
which is regard as the VM memory access pattern. /3 is a 
tunable value that gives the ratio between the timeout interval 
and the non-working set's recovery time. We tune the value of 
/3 to strike a balance between working set size and accuracy. 
After knowing the values of a and /3, we can figure out Ttimer 
according to equation (1). 

Based on the locality principle, when the scanner times 
out, we checkpoint the running VM immediately, including 
the CPU and devices states, as well as the entire memory. To 
represent the working set, working set bitmaps are used to keep 
track of the working set pages. After eliminating redundant 
data, pages are saved to NVRAM and flash memory according 
to the bitmaps. 

C. Energy-aware deduplication 

We implement data deduplicator considering the constraint 
resources in mobile systems. Since deduplication is usually 
heavyweight, which not only degrades performance but also 
consumes significant amount of energy. To solve this problem, 
we design an energy-aware deduplication algorithm to remove 
duplicate data in the saved VM snapshot. 

To reduce energy consumption, we first use partial hashing 
instead of full hashing when comparing chunk values. In 
partial hashing, a part of the chunk is used to compute the 
hash value. If two chunks have the same partial hash value, 
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TABLE I: Google Android experimental workloads 

then the full hash values of the two chunks are computed for 
comparison. By comparing partial hash values, we reduce the 
number of full hash computing, thus saving system energy. 
To further reduce energy consumption, before deduplication 
starts, we first check the system's remaining energy. If the 
remaining energy is enough (i.e., battery level is higher than a 
pre-defined threshold), we use the page size (i.e., 4KB) as the 
chunks size for deduplication; otherwise, a larger chunk size 
(e.g., 8KB) will be used. To reconstruct memory pages from 
deduplicated data, we use a redundant vector as the metadata 
to re-reference duplicate chunks. 

Algorithm IlL 1 gives the detailed description of our energy­
aware deduplication method. The remaining battery level is 
first checked to determine chunk size (lines 5 - 10). We then 
split the VM snapshot into chunks with the determined chunk 
size (line 11). For each chunk, we first compute its partial hash 
value. If the hash table already contains a chunk with the same 
partial hash value (lines 13-14), then the full hash values of 
the two chunks are computed and compared to further confirm 
they are duplicate chunks (lines 15-21). If the hash table does 
not contain any chunk with the same partial hash value or 
their full hash values do not match, we insert a new entry into 
the hash table (lines 23-27). Note that the redundant vector is 
also updated during this process, if vector[i] = k and i i- k, 
which means the ith chunk and the kth chunk are the same, 
they are duplicate chunks. After deduplication, FUC saves 
working and non-working set pages in NVRAM and flash 
memory according to the working set bitmaps, respectively. 

IV. EVALUATION 

We evaluate FUC using a Samsung Exynos 5250 SoC that 
supports hardware-assisted virtualization. Fig. 4 shows the top 
view of our experimental platform, the Arndale development 
board. The board is equipped with an ARM dual-core proces­
sor, which is based on the ARMv7 architecture and was the 
first ARM processor with hardware virtualization support. The 
processor is clocked at 1.7GHz, and contains 32KB instruction 
cache and 32KB data cache. The board features 2GB DRAM 
and 4GB internal flash memory. We use DRAM to emulate 
NVRAM. We also add a 64GB SD card as secondary storage 
to install the host OS and store checkpoints. 

We use Ubuntu 12.04 with Linux kernel 3.8 as the host 
OS, and Google Android as guest OS. The kernel is patched 
with KVM-on-ARM to utilize the virtualization extensions 
provided by the processor. We use real Android applications 
to evaluate the effectiveness of FUC. TABLE I lists the six 
categories of applications in our experiments. Currently, we 
only run one VM instance at once and each VM is allocated 
with 512MB of main memory. 

A. Working set identification 

To evaluate the accuracy of FUC's working set identifica­
tion, we run all the VMs listed in TABLE L The major metric 
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Fig. 4: Software configuration in our experiments (left) and the 
development board (right), which is equipped with a 1.7GHz 
ARM Cortex-Al5 dual-core processor with virtualization ex­
tensions and 2GB DRAM. 

TABLE II: Working set identification configurations. 

is the hit rate of working set pages during VM recovery, which 
can be defined as follows: 

Let Swr denotes the set of the working set pages, Srt 
denotes the set of pages the VM touches during recovery, and 
Nrt denotes the number of pages in Srt. For each page i in 
Srt, we define h( i) as: 

h(i) = { � if i E Swr; 
if i ¢:. Swr. 

Therefore, the working set hit rate can be expressed as: 

"Nrt h( ') 
hit rate = L."i- l Z 

- Nrt 

(2) 

(3) 

In our experiments, a is determined based on VM type. 
(3 defines the ratios between the timeout interval and the 
non-working set recovery time. To obtain a higher hit rate, 
the timeout interval must be longer than the non-working set 
recovery time. Therefore, to show the impact of (3 on hit rate, 
we try different values of (3: 2, 3, and 4; the timeout interval 
is set to 2 times, 3 times, and 4 times longer than the non­
working set recovery time, respectively. In the experiments, 
we notice that for each VM, there is a small amount of 
available memory left after launching applications (usually less 
than 3MB). Therefore, in equation (1), we set the Ntotal to 
the VM's total number of memory pages. Based on the read 
performance of the flash memory product we use, which is up 
to 80MB/s, we set r to 20480 pages/second. Then equation (1) 
can be solved to obtain the timeout interval Ttimen the 
estimated working set size Nworking_set and non-working 
set size Nnon_working_set. TABLE II lists the experimental 
configurations for each VM. We use these configurations to 
run experiments and collect hit rate results. 

TABLE III compares the size of estimated working set based 
on equation (1) and the real working set size collected offline. 
Since a larger (3 leads to a long timeout interval, more pages 
can be collected before the timeout. Therefore, as shown in the 
table, the size of the working set keeps growing as (3 increases. 
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TABLE III: Comparison between estimated working set size and real working set size collected offline. 

VM name St. sIze ea sIze St. sIze 

As a represents the memory access pattern, different different 
a values lead to different working set size. For VMs with 
the same a, their working set size are close to each other. 
For example, the real working set sizes of multimedia-VM 
and social-VM are respectively 65.91MB and 63. 50MB when 
f3 = 2, which are very close to each other. As shown in the 
table, the average size difference between the estimated and 
real working set sizes is no more than 10% on average. For 
multimedia-VM, the average difference is � 2%, showing that 
equation (1) can set the timeout interval accurately. 

Fig. 5 shows the working set hit rate based on equation (3). 
As the working set pages are first recovered to resume the 
running of a VM, a high working set hit rate is quite important 
to improve recovery performance. As shown in the figure, a 
higher f3 can achieve higher hit rate. When f3 = 4, the hit 
rate is higher than 95% on average. The main reason behind 
this is that a larger f3 leads to a long timeout interval, and 
finally results in a larger working set. Therefore, based on 
locality, pages the VM accessed during the recovery will have 
a higher chance to be part of the working set. However, a larger 
working set can occupy more NVRAM space. According to 
TABLE III and Fig. 5, we find that setting f3 to 3 can strike 
a balance between working set size and hit rate, in which the 
size of the working set is moderate while we still maintain a 
high hit rate. 

B. Energy-aware data deduplication 

Energy consumption is one of the major main concerns 
for deduplication in mobile devices. The hash function is the 
key component and also is the most energy-intensive part of 
deduplication. As the energy consumed by the hash function 
is proportional to the input data size, we compute the energy 
reductions of our deduplication scheme according to the total 
size of the hashed data. Fig. 6 shows the energy reductions 
when we compare our hashing method to full hashing. Note 
that "L" in the figure denotes the length of the samples in byte 
for partial hashing. As shown in the figure, our approach can 
reduce the energy consumption of the hashing by around 50% 
with 4KB chunks. Since the size of the data for computing 
the fingerprint is reduced when size of the data chunk grows, 
our approach can reduce more energy. When chunk size is set 
to 8KB, we can reduce more than 75% energy consumption. 
Therefore, when the system's energy is not sufficient, we 
suggest to use a larger chunk size to save energy. 

We also observe that sample size in partial hashing impacts 
energy savings. For 4KB chunks, as shown in Fig. 6(a), using 
a sample length of 64 or 128 bytes can achieve the maximum 
energy saving. For 8KB chunks, as shown in Fig. 6(b), the 
maximum energy saving comes with a 128 or 256 bytes 
samples. To show the trends more clearly, we use the browser­
VM as an example and plot the energy reduction trends in 
Fig. 7 when using different sample sizes. As shown in the 

ea sIze St. sIze ea sIze 

Fig. 5: Working set hit rate under different f3 values. 

(a) Chunk size is 4KB 

(b) Chunk size is 8KB 

Fig. 6: Percentage of reduced energy using energy-aware 
hashing of FLIC with different sample lengths and chunk sizes, 
compared to full hashing. 

figure, when the sample sizes are respectively 128 and 256 
bytes, using 4KB and 8KB chunks can achieve the maximum 
energy reduction. 

TABLE IV lists the deduplication ratio and duplicate size 
for each VM with different chunk sizes. As shown in the 
table, with 4KB chunks, the VM snapshots size can be reduced 
by around 20.9%-28.3%. Which means a significant amount 
of write activities reduction to flash memory. However, with 
8KB chunks, deduplication becomes less effective, reducing 
snapshot size by around 4.9%-7.6%. This is mainly because 
4KB is the size of a physical page in our hardware and can 
provide proper size to split the VM snapshots. We therefore 
recommend using 4KB chunks to eliminate redundancy. AL­
though 8KB chunks can only eliminate a small amount of 
duplicate pages, it consumes much less energy, which can be 
used when the system is running out of energy. 

V. RELATED WORK 

Various studies have been conducted to enable virtualization 
in mobile devices. For example, KVM has been ported to 
the ARM architecture to run unmodified OSes [2], [20]. To 
optimize checkpointing/recovery of VM in virtualized mobile 
systems, Park et al. [21] proposed a fast and space-efficient 
VM checkpointing technique. Zhang et al. [22] proposed to 
accelerate the recovery process using working set estimation. 
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TABLE IV: Deduplication ratio and duplicate size for each 
VM with different chunks sizes. 

(hunk size - 4KB (hunk size - 8KB I VM name ueoup I call on uup Icale ueoup I call on uup Icale 
ralio (%) size (MB) ralio (%) size (MB) 

Browser-VM 21.'JU 1U7 7.62 j'J 
Social-VM 28.32 145 7.03 36 

Multimedia-VM 25.39 130 7.03 36 
Shopping-VM 21.29 109 4.88 25 

News-VM 22.27 114 6.64 34 
Mixed-VM 21.48 110 6.45 33 

Other eXIstmg optImIzation methods such as unnecessary 
memory exclusion aim to reduce the checkpointed memory 
size. In this paper, we optimize the checkpointing of VM by 
storing working set pages in NVRAM, instead of dumping 
the VM's entire memory pages to flash memory. Moreover, 
we propose an energy-ware data deduplication scheme is to 
reduce checkpoint size. 

Other related work lies in area of working set estimation. 
The working set is defined as the collection of the most 
recently used pages [19] for the OS or some process. The 
majority of related work aimed at identifying working set 
memory pages [23], [24], [25]. Similar to the working set 
estimator proposed in [21], working set identification scheme 
of FLIC tries to predict the collection of pages which the VM 
accessed during a specific period of time. However, different 
from [21], FLIC adopts two-phase scanning, and the time 
elapsed between the two scans is configurable. To achieve 
accurate estimations, both access pattern and non-working set 
recovery time need to be taken into consideration to determine 
the timeout interval. 

VI. CONCLUSION 

In this paper, we have proposed FLIC, a fast and lightweight 
checkpointing scheme for mobile virtualization system using 
NVRAM based main memory. Instead of writing the whole 
VM memory to flash memory, FLIC saves the working in 
fast, byte-addressable NVRAM. Experimental results show 
that FLIC can achieve a very high accuracy of more than 
97%. To further reduce write activities to flash memory, we 
have proposed an energy-aware data deduplication scheme for 
FLIC to eliminate redundant data in VM snapshots. Instead 
of hashing full data chunks, we use partial hashing to reduce 
the energy consumption of hashing. In partial hashing, we 
sample the data chunk at fixed positions with fixed length to 
generate partial hash values. Experimental results show that 
our approach is able to reduce the energy consumption of 
hashing by around 50% and 80% for 4KB and 8KB chunks 
with 128 byte and 256 byte samples, respectively. 
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